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Object-Oriented Project One

# Client Requirements

*With reference to the “Client Requirements” document, write a detailed report outlining how you will meet the requirements of the client.*

## Introduction and purpose

What does this document contain? What is the purpose of the task? What have you been asked to do? Who are you developing the game for? (Use the user requirements document)

|  |
| --- |
| This document contains evidence of the design process for my Escape game that I will be making in unit 16.2. The purpose of the task is to show progression in the unit and the design development. I am developing this game for all audiences.  The purpose of the game is to escape the rooms that you are locked in through opening doors and locks with keys. |

## Target Audience, Platform/Medium and programming languages

Age range, OS, programming language[s].

|  |
| --- |
| The target audience is anyone from ages 5 and upwards, regardless of gender. The reason for this is that the game is simple and addictive. As the game is very simple the players interests do not matter, depending on the chosen graphics you could cater to a certain audience, for example using cat sprites as the character to get animal lovers to play the game. I may choose to not use any graphics and make the game strictly through the use of CLI.  The target platform is windows and mac computers as a CLI game would not be suited to mobile devices.  This will be coded in C#. |

## Objectives

Main menu, high score etc. – should be based on the user requirements.

|  |
| --- |
| **Required Minimum Game Standard Objectives**   * There should be a welcome message and a short story behind the game. * There should be a main menu with the following options.   + Log in/Create new user.     - View user statistics.     - Play game. * There should be at least 3 levels (Rooms to escape from).   + Levels should increase in difficulty. * User details should be stored in an external file containing.   + Username, password, number of plays, average score. * The user should be able to create a new user account. * The user should be able to log in.   + The user should be given the option to view their statistics.   + The user should be able to play the game.     - There should be a first level.     - There should be a second level.     - There should be a third level.     - There should be a game completed message.     - There should be a scoring system.       * Point should be awarded for completing a level.       * Points should be deducted for making mistakes (mistakes do not always have to result in reduction of points).   **Desirable Objectives**   * Five levels of increasing difficulty. * An Option to save game progress. * A list of completed levels should show on the main menu. * The user has the option to choose to start from any previously completed level. |

## Development Methodology, Model and Time Scale

Choice of development methodologies and models with justification

|  |
| --- |
| The development methodology I have chosen to use to develop this program is the ‘Prototype methodology’, the reason for this is because I have already developed a prototype of this program that simply needs to be added to and completed, this will save me a lot of time. |

Gantt Chart

|  |
| --- |
|  |

# Program Structure Design

## Overview

Create a structure diagram to show the structure of the game. Justify your choice of structure.

|  |
| --- |
| **Initial Structure Diagram** |
|  |
| **Feedback for Optimisation.**  Feedback from two people:  Name of person providing feedback, List of possible improvements. |
| * Jay Chevli – Order the rectangles and add the extra level. * Chris Livesey – Add arrows and lines to show the order of the processes, also add the missing processes. |
| **Final Structure Diagram** |
|  |
| **Structure Justification**  Why is this structure diagram suitable? How does it meet the requirements? Why is it fit for purpose? |
| I have chosen to layout my structure diagram like this as it clearly shows the order of events in the game and what triggers lead to other specific events, due to this I can plan my game more easily and won’t accidentally leave out some events.  This follows all the objectives that the client requires such as the menu, game screen etc. (The name of the events are some of the objectives)  Once you open the app you will have to either log in or create an account, you will then be given a set of instructions before the game will start playing. You will then make your way through 4 different rooms before finishing the game. |

## Class Diagram

*Create a class diagram.*

|  |
| --- |
| **Initial Class Diagram** |
|  |
| **Feedback for Optimisation.**  Feedback from two people:  Name of person providing feedback, List of possible improvements. |
| * Jay Chevli – Add more details. * Chris Livesey – add details about the attributes and their relations with each other. |
| **Final Class Diagram** |
|  |
| **Class Diagram Justification**  Why is this class diagram suitable? How does it meet the requirements? Why is it fit for purpose? |
| The class diagram has tables for the Rooms, player, obstacles and items.  These are here to help me plan important functions that will be elaborated on in pseudocode and algorithms later, it also makes sure that I do not accidentally forget about some events and leave them out of the final game and cause errors.  It shows that the game will meet the client's requirements of having at least 3 levels to escape from. A way to log in with an account and a game over screen. |

## User Interface Plan/Designs

|  |
| --- |
| **UI Plan/Design**  Menu, Screen designs, characters/items/objects as appropriate |
|  |
| **Feedback for Optimisation.**  Feedback from two people:  Name of person providing feedback, List of possible improvements. |
| * Jay Chevli – Add more colour. * Chris Livesey – add colours that contrast to make it more aesthetically pleasing, due to the fact that you are using a CLI you cannot change much. |
| **Final UI Designs** |
|  |
| **User Interface Justification**  Why are these UI plans/designs suitable? How does it meet the requirements? Why is it fit for purpose? |
| These designs for the CLI user interface are suitable as they are very aesthetically pleasing and they can easily be distinguished, the choice of colours are easy to see and result in a satisfactory viewing experience for the player. |

## Algorithm Designs

*Use pseudocode to plan the algorithms for each of the objects that you identified in the class diagram – Use the table below you need a table for each class - add/delete rows as required.*

|  |  |
| --- | --- |
| **Class Name** | |
| * Room | |
| **Class Type** | |
| * Parent | |
| **Method name** | **Algorithm Design** |
| setUp Room | RoomName = "Room1"  RoomDescription = "This is a room"  LightStatus = "on" |
| getRoomName | RoomName = name |
| get roomDescription | RoomDescription = description |

|  |  |
| --- | --- |
| **Class Name** | |
| * LivingRoom | |
| **Class Type** | |
| * Child | |
| **Method name** | **Algorithm Design** |
| setUp LivingRoom | RoomName = "Store1"  RoomDescription = "This is a living room"  LightStatus = "off"  KitchenDoor1Status = "open"  ExitDoorStatus = "locked" |
| get/set Kitchen1DoorStatus | KitchenDoor1Status get set |
| get/set ExitDoorStatus | ExitDoorStatus get set |
| get/set lightStatus | LightStatus get set |

|  |  |
| --- | --- |
| **Class Name** | |
| * Kitchen | |
| **Class Type** | |
| * Child | |
| **Method name** | **Algorithm Design** |
| setUp Kitchen | RoomName = "Store1";  RoomDescription = "This is a kitchen";  LightStatus = "off";  StoreDoor1Status = "open";  StoreDoor1Status = "closed";  LivingRoomDoor1Status = "closed"; |
| get/set Store1DoorStatus | Store1DoorStatus get set |
| get/set Store2DoorStatus | Store2DoorStatus get set |
| get/set LivingRoom1DoorStatus | LivingRoom1DoorStatus get set |
| get/set lightStatus | lightStatus get set |

|  |  |
| --- | --- |
| **Class Name** | |
| * StoreRoom | |
| **Class Type** | |
| * Child | |
| **Method name** | **Algorithm Design** |
| setUp StoreRoom | RoomName = name  RoomDescription = description  LightStatus = light  DoorStatus = door |
| get/set doorStatus | doorStatus get set |
| get/set lightStatus | lightStatus get set |

|  |  |
| --- | --- |
| **Class Name** | |
| * Player | |
| **Class Type** | |
| * Parent | |
| **Method name** | **Algorithm Design** |
| setUp Player | UserName = name  Password = password  NumOfLogins = numOfPlays  Score = score |
| get PlayerDetails | PlayerDetails get |
| get UserName | UserName get |
| get Password | Password get |
| get/set Score | Score get set |

|  |  |
| --- | --- |
| **Class Name** | |
| * Item | |
| **Class Type** | |
| * Parent | |
| **Method name** | **Algorithm Design** |
| setUp Item | ItemName = "Item 1"  ItemDescription = "description" |
| get itemName | itemName get |
| get itemDescription | itemDescription get |

|  |  |
| --- | --- |
| **Class Name** | |
| * Key | |
| **Class Type** | |
| * Child | |
| **Method name** | **Algorithm Design** |
| setUp Key | ItemName = "Key 1"  ItemDescription = "This is a key that can be used to open a door"  Colour = "blue" |
| get colour | colour get |

# Test Plan

*Use the table to plan what tests will be needed.*

* *Test the functionality of the program - Think of tests that you can carry out to see if your system works.*
* *Remember to make use of normal, boundary and erroneous tests.*
* *Add more rows to the table - the aim is to test all the functions of the program.*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Test** | **Test Description**  *(What are you testing?)* | **Test data**  *(What data/inputs will you use?)* | **Test Type**  *(Normal, Boundary or erroneous?)* | **Expected Result** |
| 1 | If the program takes a string for the username | “jack” | Normal | It accepts the input |
| 2 | If the program takes a string for the password | “hello123” | Normal | It accepts the input |
| 3 | Do the menu options work correctly? | “1” | Normal | It accepts the input |
| 4 | Do the menu options work correctly? | "2” | Normal | It accepts the input |
| 5 | Do the menu options work correctly? | “79” | Erroneous | It does not accept the input and the program crashes |
| 6 | Do the menu options work correctly? | “Pan” | Erroneous | It does not accept the input and the program crashes |

# Implementation of Object-Oriented Requirements

*The following requirements must be used in at least one of your programs. Explain and give examples of how your solution has made use of each of the following:*

|  |  |  |
| --- | --- | --- |
| **OOP Requirement** | **Part of this program (Y/N)** | **Explanation and Example(s)** |
| Graphical User Interface | N | **GUI’s** have not been used, instead this program makes use of the command line interface (CLI) and does not show any images, instead being solely made up of text. This program does however make use of different colours for the text to distinguish it from others and to make it look more pleasing. |
| Inheritance | Y | **Inheritance** has been used in this program in the room class, the attributes of this class have been inherited into its subclasses ‘Kitchen’ and ‘LivingRoom’. The inherited attributes help save time and make the program more efficient as you can reuse the code instead of rewriting it all. |
| Polymorphism | Y | **Polymorphism** has been used for the object called ‘Key’ to change its properties at different times, it does this by changing its colour from red to blue to open different locks. This also makes the program more efficient and saves time by allowing this piece of code to be reused more than once. |
| Method Overloading | Y | **Overloading** has been used in the room class to change the value of the variables from strings to attributes. |
| Method Overriding | Y | **Overriding** has been used has been used to change the value of the method ‘getRoomDetails()’ in the room class, it updates the value of the light status and the door status as they have been changed from their previous state. |

# Implementation/Development

*The implementation evidence must show the use of Object-Oriented programming. Use the table structure below to show your program development. You will need a table for every object in your game.*

|  |
| --- |
| **Class/Object Name** |
| * ItemClass |
| **Class/Object Program Code** |
| using System;  using System.Collections.Generic;  using System.Text;    namespace EscapeGame16  {  class ItemClass  {  protected string ItemName { get; set; }  protected string ItemDescription { get; set; }    public ItemClass()  {  ItemName = "Item 1";  ItemDescription = "description";  }    public string getItemDetails()  {  return ("This is a " + ItemName + " " + ItemDescription + ".");  }      }    class Key : ItemClass  {  private string Colour { get; set; }    public Key()  {  ItemName = "Key 1";  ItemDescription = "This is a key that can be used to open a door";  Colour = "blue";  }    public Key(string name, string description = "This is a key that can be used to open a door", string colour = "red")  {  ItemName = name;  ItemDescription = description;  Colour = colour;  }    public string getKeyDetails()  {  return ("This is a " + Colour + " " + ItemName + ". " + ItemDescription);  }  }      } |

|  |
| --- |
| **Class/Object Name** |
| * PlayerClass |
| **Class/Object Program Code** |
| using System;  using System.Collections.Generic;  using System.Text;    namespace EscapeGame16  {  class PlayerClass  {  public string UserName { get; set; }  public string Password { get; set; }  private int NumOfLogins { get; set; }  private decimal Score { get; set; }    public PlayerClass(string name, string password, int numOfPlays = 1, decimal score = 0)  {  UserName = name;  Password = password;  NumOfLogins = numOfPlays;  Score = score;  }    public bool checkPassword(string inPassword)  {  if(inPassword == Password)  { return true; }  else  { return false; }  }    public decimal getScore()  {  return Score;  }    public void updateScore(int scoreIncrease)  {  Score = Score + scoreIncrease;  }    public void updateScore(decimal scoreIncrease)  {  Score = Score + scoreIncrease;  }    public void updateLogins()  {  NumOfLogins++;  }    public string getPlayerDetails()  {  return (UserName + " has logged in " + NumOfLogins.ToString() + " and has a score of " + Score);  }    }  } |

|  |
| --- |
| **Class/Object Name** |
| * RoomClass |
| **Class/Object Program Code** |
| using System;  using System.Collections.Generic;  using System.Text;    namespace EscapeGame16  {  class RoomClass  {  protected string RoomName { get; set; }  protected string RoomDescription { get; set; }  protected string LightStatus { get; set; }    public RoomClass()  {  RoomName = "Room1";  RoomDescription = "This is a room";  LightStatus = "on";  }    public RoomClass(string name, string description = "There is no description", string light = "on")  {  RoomName = name;  RoomDescription = description;  LightStatus = light;  }    public virtual string getRoomDetails()  {  return ("You are in " + RoomName + ". " + RoomDescription + ". The light is " + LightStatus + ".");  }    public string setLightStatus()  {  if (LightStatus == "off")  { LightStatus = "on"; }  else  { LightStatus = "off"; }    return ("The light is now " + LightStatus + ".");  }    }    class StoreRoom : RoomClass  {  private string DoorStatus { get; set; }    public StoreRoom()  {  RoomName = "Store1";  RoomDescription = "This is a storeroom";  LightStatus = "off";  DoorStatus = "closed";  }    public StoreRoom(string name, string description, string light = "off", string door = "closed")  {  RoomName = name;  RoomDescription = description;  LightStatus = light;  DoorStatus = door;  }    public string setDoorStatus()  {  if (DoorStatus == "closed")  { DoorStatus = "open"; }  else  { DoorStatus = "closed"; }    return ("The door is now " + DoorStatus + ".");  }    public override string getRoomDetails()  {  base.getRoomDetails();  return (RoomDescription + ". The light is " + LightStatus + "and there is a door that is " + DoorStatus + ".");  }    }    class Kitchen : RoomClass  {  private string StoreDoor1Status { get; set; }  private string StoreDoor2Status { get; set; }  private string LivingRoomDoor1Status { get; set; }      public Kitchen()  {  RoomName = "Store1";  RoomDescription = "This is a kitchen";  LightStatus = "off";  StoreDoor1Status = "open";  StoreDoor1Status = "closed";  LivingRoomDoor1Status = "closed";  }    public Kitchen(string name, string description, string light = "off", string sDoor = "open", string sDoor2 = "closed", string lDoor = "Locked")  {  RoomName = name;  RoomDescription = description;  LightStatus = light;  StoreDoor1Status = sDoor;  StoreDoor1Status = sDoor2;  LivingRoomDoor1Status = lDoor;  }    public string setStoreDoor1Status()  {  if (StoreDoor1Status == "closed")  { StoreDoor1Status = "open"; }  else  { StoreDoor1Status = "closed"; }    return ("The door is now " + StoreDoor1Status + ".");  }    public string setStoreDoor2Status()  {  if (StoreDoor2Status == "closed")  { StoreDoor2Status = "open"; }  else  { StoreDoor2Status = "closed"; }    return ("The door is now " + StoreDoor2Status + ".");    }    public string setLivingRoomDoorStatus( bool hasKey)  {  string returnString = "";  if (StoreDoor1Status == "closed")  {  returnString = (returnString + "A blue key is needed to open this door. ");  if (hasKey)  {  returnString = (returnString + "You have used the key to unlock the door. ");  StoreDoor1Status = "open";  }  }  else if (StoreDoor1Status == "closed")  { StoreDoor1Status = "open"; }  else  { StoreDoor1Status = "closed"; }    return ("The door is now " + StoreDoor1Status + "." + returnString);    }    }    class LivingRoom : RoomClass  {  private string KitchenDoor1Status { get; set; }  private string ExitDoorStatus { get; set; }      public LivingRoom()  {  RoomName = "Store1";  RoomDescription = "This is a living room";  LightStatus = "off";  KitchenDoor1Status = "open";  ExitDoorStatus = "locked";    }    public LivingRoom(string name, string description, string light = "off", string kDoor = "open", string eDoor = "Locked")  {  RoomName = name;  RoomDescription = description;  LightStatus = light;  KitchenDoor1Status = kDoor;  ExitDoorStatus = eDoor;  }    public string setExitDoorStatus(bool hasKey)  {  string returnString = "";  if (ExitDoorStatus == "locked")  {  if (hasKey)  {  returnString = (returnString + "You have used the key to unlock the door. ");  ExitDoorStatus = "open";  }  }  else if (ExitDoorStatus == "closed")  { ExitDoorStatus = "open"; }  else  { ExitDoorStatus = "closed"; }    return ("The door is now " + ExitDoorStatus + "." + returnString);  }      }        } |

|  |
| --- |
| **Class/Object Name** |
| * Program |
| **Class/Object Program Code** |
| using System;    namespace EscapeGame16  {  class Program  {  private static StoreRoom startingStoreRoom = new StoreRoom();  private static StoreRoom emptyStoreRoom = new StoreRoom("Store 2", "This is an empty store", "on", "open");  private static Kitchen theKitchen = new Kitchen("The Kitchen", "This is a kitchen. it has two storerooms and a locked door leading to the livingroom");  private static LivingRoom theLivingRoom = new LivingRoom("The Living room", "This is the Livingroom");    private static Key blueKey = new Key("Blue Key", "This key can be used to unlock a door", "blue");  private static Key redKey = new Key("Red Key");      static void PlayGame(PlayerClass player)  {  Console.Clear();  Console.ForegroundColor = ConsoleColor.DarkCyan;  Console.WriteLine("Escape Game");  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine("Welcome, " + player.UserName + ", " + "You are starting with a score of : " + player.getScore().ToString());  Console.WriteLine("");  Console.WriteLine("you will need to escape this room");  Console.WriteLine("Escape the room!");  Console.WriteLine("");  Console.WriteLine(player.getPlayerDetails());    Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("Press enter to begin... ");  Console.ReadLine();  Console.ForegroundColor = ConsoleColor.White;  }    static void StartStoreRoom(ref PlayerClass player)  {  string userInput = "";  do  {  do  {  Console.Clear();  Console.ForegroundColor = ConsoleColor.DarkCyan;  Console.WriteLine("Escape Game: the unknown beginning");  Console.WriteLine(startingStoreRoom.getRoomDetails());  Console.WriteLine("");  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("Would you like to:");  Console.WriteLine(" [1] Run forward ");  Console.WriteLine(" [2] feel the walls for a light switch ");  userInput = Console.ReadLine();  if (userInput[0] == '1')  {  Console.ForegroundColor = ConsoleColor.Cyan;  player.updateScore(-10);  Console.WriteLine("You run forward and bang your head, knocking yourself out");  Console.WriteLine("... you wake up some time later");  Console.WriteLine("Your score is now: " + player.getScore());  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("press enter to continue");  Console.ReadLine();  }  } while (userInput[0] != '2');    Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine("You found a switch on the wall - press enter to turn it on");  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("press enter to turn on the switch");  Console.ReadLine();  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine(startingStoreRoom.setLightStatus());  Console.WriteLine(startingStoreRoom.getRoomDetails());  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("Would you like to:");  Console.WriteLine(" [1] look at the door ");  Console.WriteLine(" [2] open the door ");  userInput = Console.ReadLine();  if (userInput[0] == '1')  {  Console.ForegroundColor = ConsoleColor.Cyan;  player.updateScore(-10);  Console.WriteLine("While looking at the door you feel bored and fall asleep...");  Console.WriteLine("... you wake up some time later");  Console.WriteLine("Your score is now: " + player.getScore());  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("press enter to continue");  Console.ReadLine();  Console.WriteLine(startingStoreRoom.setLightStatus());  }  } while (userInput[0] != '2');  AreaComplete(ref player);  }    static void StartKitchen(ref PlayerClass player)  {  string userInput = "";  do  {  do  {  Console.Clear();  Console.ForegroundColor = ConsoleColor.DarkCyan;  Console.WriteLine("Escape Game: the kitchen");  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine(theKitchen.getRoomDetails());  Console.WriteLine("");  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("Press enter to walk forward");  userInput = Console.ReadLine();    Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine("As you walk forward a sensor activates...");  Console.WriteLine(theKitchen.setLightStatus());  Console.WriteLine("you can see a table with a small object on it");  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("Would you like to:");  Console.WriteLine(" [1] repeat the room details ");  Console.WriteLine(" [2] walk around the room ");  Console.WriteLine(" [3] walk over to the table and inspect the small object ");  Console.WriteLine(" [4] investigate what is inside the other room ");  userInput = Console.ReadLine();    if (userInput[0] == '1')  {  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine(theKitchen.getRoomDetails());  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("press enter to continue");  Console.ReadLine();  }    else if (userInput[0] == '2')  {  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine(theKitchen.getRoomDetails());  Console.WriteLine("you spend some time walking around the room");  Console.WriteLine("... eventually you stop and realise you are back where you started");  player.updateScore(-10);  theKitchen.setLightStatus();  Console.WriteLine("Your score is now: " + player.getScore());  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("press enter to continue");  Console.ReadLine();  }    else if (userInput[0] == '4')  {  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine("you enter the store room");  Console.WriteLine(emptyStoreRoom.getRoomDetails());  Console.WriteLine("... as the store room is empty you turn around and go back into the kitchen");  Console.WriteLine(theKitchen.setLightStatus());  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("press enter to continue");  Console.ReadLine();  }    } while (userInput[0] != '3');    Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine("you walk up to the table and inspect the object: ");  Console.WriteLine("...");  Console.WriteLine(blueKey.getItemDetails());  Console.WriteLine("...");    Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("Would you like to:");  Console.WriteLine(" [1] repeat all of the room details so far");  Console.WriteLine(" [2] discard the item ");  Console.WriteLine(" [3] take the item and walk over to the locked door");  userInput = Console.ReadLine();    if (userInput[0] == '1')  {  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine(theKitchen.getRoomDetails());  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("press enter to continue");  Console.ReadLine();  }    else if (userInput[0] == '2')  {  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine(theKitchen.getRoomDetails());  Console.WriteLine("the key has been lost!");  Console.WriteLine("... you are unable to leave the room.");  Console.WriteLine("the room will be reset");  player.updateScore(-50);  theKitchen.setLightStatus();  Console.WriteLine("Your score is now: " + player.getScore());  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("press enter to continue");  Console.ReadLine();  }  } while (userInput[0] != '3');    Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine("you walk over to the door. it has a blue lock");  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("press enter to use the key in the lock");  Console.ReadLine();  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine(theKitchen.setLivingRoomDoorStatus(true));    AreaComplete(ref player);    }    static void StartLivingRoom(ref PlayerClass player)  {  string userInput = "";  do  {  Console.Clear();  Console.ForegroundColor = ConsoleColor.DarkCyan;  Console.WriteLine("Escape Game: The Living room");  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine(theLivingRoom.getRoomDetails());  Console.WriteLine("");    Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("Would you like to:\n [1] Walk forward in the darkness?\n [2] Turn on the light switch?");  userInput = Console.ReadLine();  if (userInput[0] == '1')  {  Console.ForegroundColor = ConsoleColor.Cyan;  player.updateScore(-10);  Console.WriteLine("You run forward and trip over a cardboard box, spraining your ankle and hitting your head on the ground, knocking yourself out...");  Console.WriteLine("... you wake up some time later\nYour score is now: " + player.getScore());  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("Press any key to continue");  Console.ReadKey();  }  } while (userInput[0] != '2');    Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine("Your hand is on a light switch");  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("Press any key to turn on the switch");  Console.ReadKey();  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine(theLivingRoom.setLightStatus());  Console.WriteLine(theLivingRoom.getRoomDetails());  Console.ForegroundColor = ConsoleColor.White;    do  {  Console.WriteLine("There is a chair with a table with a milkshake and tv remote on it infront of it.\nThere is a large flatscreen TV on the wall in front of the table and opposite the TV is a door.");  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("Would you like to:\n [1] repeat the room details?\n [2] walk around the room\n [3] sit on the chair\n [4] turn on the TV\n [5] look at the table\n [6] try to open the door");  userInput = Console.ReadLine();    if (userInput[0] == '1')  {  Console.WriteLine(theLivingRoom.getRoomDetails());  }    else if (userInput[0] == '2')  {  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine(theLivingRoom.getRoomDetails());  Console.WriteLine("You walk around the room, fully exploring it");  Console.WriteLine("... eventually you stop and realise you are back where you began");  player.updateScore(-10);  theKitchen.setLightStatus();  Console.WriteLine("Your score is now: " + player.getScore());  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("Press any key to continue");  Console.ReadKey();  }    else if (userInput[0] == '3')  {  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine("You sit on the chair and feel that it is not resting on a flat surface");  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("Would you like to\n [1]stay sat down \n [2] stand back up\n [3] check under the chair");  userInput = Console.ReadLine();    if (userInput[0] == '1')  {  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine("You grow bored and you fall asleep");  player.updateScore(-10);  Console.WriteLine("Your score is now: " + player.getScore());  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("Press any key to continue");  Console.ReadKey();  }    else if (userInput[0] == '2')  {  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine("You stand up");  }  }    else if (userInput[0] == '4')  {  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine("You turn on the tv with a remote that you found on the table\nThere is a news report which has a reporter talking about something however there is no sound.\nThe bottom headlines states a person has been missing for 5 days and is presumed dead\nThere is a picture of the person shown and it is you?");  }    else if (userInput[0] == '5')  {  do  {  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine("You look at the table\nThere is a milkshake sat on the table, will you drink it?\n [1] Yes\n [2] No");  if (userInput[0] == '1')  {  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine("You drink the milkshake, you feel your eyes getting heavy and you fall back onto the chair asleep.");  player.updateScore(-30);  Console.WriteLine("Your score is now: " + player.getScore());  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("Press any key to continue");  Console.ReadKey();  }    else if (userInput[0] == '2')  {  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine("You leave the milkshake");  }    } while (userInput[0] != '1' && userInput[0] != '2');  }    else if (userInput[0] == '6')  {  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine("You find the door is locked and need to find a key");  }  } while (userInput[0] != '3');    Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine("You find a blue key");  Console.WriteLine(blueKey.getItemDetails());  Console.WriteLine("...");    do  {  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("Would you like to:\n [1] repeat all of the room details so far?\n [2] discard the key?\n [3] take the key and walk over to the locked door?");  userInput = Console.ReadLine();    if (userInput[0] == '1')  {  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine(theLivingRoom.getRoomDetails());  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("Press any key to continue");  Console.ReadKey();  }    else if (userInput[0] == '2')  {  Console.ForegroundColor = ConsoleColor.Cyan;    Console.WriteLine(theLivingRoom.getRoomDetails());  Console.WriteLine("The key has been lost!");  Console.WriteLine("... you are unable to escape the room.\nThe room will be reset");  player.updateScore(-50);  Console.WriteLine("Your score is now: " + player.getScore());  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("Press any key to continue");  Console.ReadKey();  }    } while (userInput[0] != '3');    Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine("You walk over to the door it has a blue lock");  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("Press any key to use the key in the lock");  Console.ReadKey();  player.updateScore(150);  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine(theLivingRoom.setExitDoorStatus(true));    AreaComplete(ref player);    }    static void AreaComplete(ref PlayerClass playerObject)  {  Console.ForegroundColor = ConsoleColor.Cyan;  playerObject.updateScore(10);  Console.WriteLine("The door opens and you walk out of the room");  Console.WriteLine("... well done you have escaped the room");  Console.WriteLine("Your score is now: " + playerObject.getScore());  Console.ForegroundColor = ConsoleColor.White;  Console.WriteLine("press enter to continue");  Console.ReadLine();  }    static void gameComplete(ref PlayerClass player)  {  Console.WriteLine("well done you have completed the game: ");  Console.WriteLine(player.getPlayerDetails());  Console.WriteLine("press enter");  Console.ReadLine();  }    static void Main(string[] args)  {  Console.ForegroundColor = ConsoleColor.Cyan;  Console.WriteLine("welcome to the escape game");  Console.WriteLine("");  Console.ForegroundColor = ConsoleColor.White;    string userName, password;  Console.WriteLine("Please enter your name");  userName = Console.ReadLine();  Console.WriteLine("Please enter your password");  password = Console.ReadLine();  Console.Clear();    PlayerClass player1 = new PlayerClass(userName, password, 1, 100);    PlayGame(player1);  StartStoreRoom(ref player1);  StartKitchen(ref player1);  StartLivingRoom(ref player1);  gameComplete(ref player1);    }  }  } |

# Testing

## System Testing

*This is where you test your program to show evidence that it works (or what does not work)*

* *Copy "Test Description", "Expected result" and Test Type from your test plan into the testing table below.*
* *Test the functionality of the program - Think of tests that you can carry out to see if your system works.*
* *Remember to make use of normal, boundary and erroneous tests.*
* *Add more rows to the table - the aim is to test all the functions of the program.*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Test** | **Test Description**  *(What are you testing?)* | **Expected Result**  *(What data/inputs will you use?)* | **Test Type**  *(Normal, Boundary or erroneous?)* | **Pass/Fail**  *If fail briefly describe remedial action* |
| 1 | If the program takes a string for the username | It accepts the input | Normal | Pass, it accepts the input |
| 2 | If the program takes a string for the password | It accepts the input | Normal | Pass, it accepts the input |
| 3 | Do the menu options work correctly? | It accepts the input | Normal | Pass, it accepts the input |
| 4 | Do the menu options work correctly? | It accepts the input | Normal | Pass, it accepts the input |
| 5 | Do the menu options work correctly? | It does not accept the input and the program crashes | Erroneous | Pass, as ‘79’ is not a valid input the prompt repeats itself |
| 6 | Do the menu options work correctly? | It does not accept the input and the program crashes | Erroneous | Pass, as ‘Pan’ is not a valid input the prompt repeats itself |

## Testing Print Screen Evidence

Each test must have one or more screen shots to show the outcome of the test. Where possible there should be a before and after screen shot

|  |  |  |
| --- | --- | --- |
| **Test** | **Print Screen 1** | **Print Screen 2**  (If required) |
| 1 |  |  |
| 2 |  |  |
| 3 |  |  |
| 4 |  |  |
| 5 |  |  |
| 6 |  |  |

## User Testing

*As two people of test your program. The aim is to gather some feedback to make some improvements to optimize the program. You will need to add 3 questions of your own that are specific to your program –* ***you MUST test each of the user requirement objectives.***

|  |  |  |
| --- | --- | --- |
| **Question** | **Tester 1** | **Tester 2** |
| **Name of tester?** | Jay Chevli | Chris Livesey |
| **Do all the menu options work?** | Yes. | Yes. |
| **Can you suggest any improvements to the menu?** | No. | Maybe add a GUI (Graphical User Interface) to make it more user friendly and aesthetically pleasing removing the need to type with clickable buttons. |
| **Is there a welcome message and a short story behind the game?** | No. | No, it simply says ‘You will need to escape the room, ESCAPE THE ROOM!’. It could be more detailed and informative. |
| **Can you log in / create a new user?** | Yes. | Yes. |
| **Are there at least 3 levels?** | Yes. | Yes. |
| **Do the levels increase in difficulty as they go on?** | Yes. | Yes. |
| **Are the user’s details stored in an external file? If so, can they be referred in later playthroughs of the game?** | No. | No, the user’s details are not stored in an external file and as such they cannot be referred to in later playthroughs of the game and the score cannot be saved to the user's account. |
| **Is the user given the option to view their statistics?** | No. | No, it should be implemented. |
| **Does the game work?** | Yes. | Yes, it does work. |
| **Is there a scoring system?** | Yes. | Yes. |
| **Can you suggest any improvements for the game?** | Add a welcome message / a short story behind the game before logging in. | Add the option to view the user's statistics before playing. |

# Optimization

You need to choose at least 2 optimizations and show evidence of implementing them.

|  |  |
| --- | --- |
| **Optimization Description** | Add a welcome message / a short story behind the game before logging in. |
| **Print Screen of development/Changes** | Console.WriteLine("Welcome to the escape game, You have awoken and found yourself trapped inside of a building! \n Try to escape the series of rooms you are in and get back home! \n There are 3 rooms that you need to find your way out of to leave the building! \n Have fun and try your best to survive!"); |
| **Print Screen showing it works (testing)** |  |

|  |  |
| --- | --- |
| **Optimization Description** | Add the option to view the user's statistics before playing. |
| **Print Screen of development/Changes** |  |
| **Print Screen showing it works (testing)** |  |

## Demonstration Video Link

[Microsoft Stream](https://web.microsoftstream.com/video/626be24d-f6a3-48ab-b25c-1c73dddcfdfd)

![Video titled: Microsoft Stream](data:image/jpeg;base64,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)

# Review/Evaluation

## Evaluation of the User Requirements

I have met most of the user requirements that were set earlier on in this document, these were:

The welcome message and a short story behind the game, this introduces you to the game and briefly explains the purpose of it as well as some lore to give more context to the game to interest the player. I have successfully implemented this.

The main menu with the options to view user statistics and play the game, this will allow the user to either view their current score or to play the game. I have successfully implemented this.

3 levels (rooms to escape from) that increase in difficulty, these 3 levels are named “kitchen”, “Storeroom” and “Living room” and get progressively harder for you to complete as you get further along. I have successfully implemented this.

Creating a new account and logging in, this should happen at the start of the program before the actual game starts, you will be given the option to enter a username and password, if the account has already been registered you will be able to log back into it. I have partially implemented this as my game allows you to create an account and play the game but not log back into a pre-existing account.

A game completed message, this is shown after the game and congratulates the user on completing the game. I have successfully implemented this.

A scoring system where points are deducted for making mistakes and granted for completing a level, either 10, 30 or 50 points are deducted for making a mistake. I have successfully implemented this.

The user requirements that I have not met are:

User details should be stored in an external file, The details such as username, password, score and the amount of games played are supposed to be contained here and shown to the user in the game when they log back in to their account. I have not added this function as there were too many bugs with its implementation which caused the program to crash.

## Strengths and Possible Improvements

One of the strengths of this game is that it uses CLI as opposed to GUI which reduces the file size. This means that it can be run on devices with small amounts of storage space. It can also be run on devices with lower specifications as it is a text based CLI which does not have very high visual requirements like a GUI would have due to the lack of images needing to be rendered. The only thing that would need time to render would be the coloured texts and even that extra rendering time is negligible due to how low it is.

Another strength of the game is its high degree of ease of useas there are instructions on how to navigate the program on the screen that are displayed to the user at the start of the program’s runtime, this ensures that they will know exactly how to use it. They are also given prompts of what to do at certain times such as ‘press enter to continue’ which make navigating the program much easier. Due to the differently coloured words, there is a clear distinction between the instructions of each room and the game itself, such as the options that you must choose from.

Another strength of the game is that it is very efficient as a lot of code can be reused due to it being inherited from parent classes, an example of this happening is in the room classes where a lot of attributes for the status of the room doors and lights are derived from the parent class of ‘room’. The fact that the console is cleared after each room is passed also shows efficiency as any data that is no longer necessary for the user, this gives a simplistic look that looks very efficient due to it not being confusing and distracting the user with superfluous amounts of information.

One of the weaknesses of this game is the fact that it uses a CLI as opposed to a GUI which makes it harsh on the eyes and not very interactive. This could be further improved upon by creating a GUI that would show a visual display of each room according to its description such as showing the doors and a table with an item on it in the rooms that they belong in.

This would increase the user’s experience when playing the game as it would be easier to visualise it when there is a picture given rather than going off a description. But this will increase the file size by a large amount which may make it harder to run, the use of a GUI would also make it harder to run as it Is not only rendering a series of text in the CLI but also images which is much more graphically intensive on a device.

Another weakness of the game is the lack of variety in its colour scheme, the use of less than 5 colours leaves much to me desired and can be harsh on the eyes when the user is bombarded with a block of long white text. This can be fixed by introducing multiple new colours into the fold such as yellow and neon pink.

Another weakness of the game is the fact that the users details and scores are not stored in an external file to be used in later playthroughs, due to this function not being introduced there is no save function in the game which could upset some more competitive users who may want to rack up a high score over multiple games.

## Evaluation of the chosen Methodology

The methodology that I have chosen is the Prototype methodology. The reason for this is because I have already developed a prototype of this program that simply needs to be added to and completed, this will save me a lot of time.

Using the prototype methodology, I only had to add the code for the 3rd level (The living room) and the 2 optimisations that I did.

This helped me save a lot of time as opposed to using the waterfall methodology and starting this program from scratch.

Object-Oriented Project Two

# Client Requirements

*With reference to the “Client Requirements” document, write a detailed report outlining how you will meet the requirements of the client.*

## Introduction and purpose

What does this document contain? What is the purpose of the task? What have you been asked to do? Who are you developing the game for? (Use the user requirements document)

|  |
| --- |
| This document contains evidence of the design process for my flappy bird styled game will be making in unit 14.2. The purpose of the task is to show progression in the unit and the design development. I am developing this game for all audiences.  The purpose of this game is to entertain the player and maintain competitiveness with a scoreboard to entice them to play more and get their friends into the game, the developers' purpose for making this game is to make money and gain renown for the game and themselves to get clout. |

## Target Audience, Platform/Medium and programming languages

Age range, OS, programming language[s].

|  |
| --- |
| The target audience is anyone from ages 5 and upwards, regardless of gender. The reason for this is that the game is simple and addictive. As the game is very simple the players interests do not matter, depending on the chosen graphics you could cater to a certain audience, for example using cat sprites as the character to get animal lovers to play the game.  The target platform is android as there are many phones that use android and there is a wider audience for it than IOS.  The languages that will be used to code this are C# and Unity. |

## Objectives

Main menu, high score etc. – should be based on the user requirements.

|  |
| --- |
| Main menu, GUI, Instruction screen, Game screen, game-over screen, a character than moves to the right constantly and is affected by gravity, score, scoreboard, game itself, choosing different sprite to play as (character selection), a touch screen function that works by tapping on the screen. |

## Development Model and Time Scale Gantt Chart

Choice of development methodologies and models with justification

|  |
| --- |
| The development methodology I have chosen to use to develop this program is the ‘Waterfall methodology’, the reason for this is because the program is relatively small in scale and can be completed in a simple linear fashion. |

Gantt Chart

|  |
| --- |
| C:\Users\b1905311\AppData\Local\Microsoft\Windows\INetCache\Content.MSO\744352BF.tmp |

# Program Structure Design

## Overview

Create a structure diagram to show the structure of the game. Justify your choice of structure.

|  |
| --- |
| **Initial Structure Diagram** |
|  |
| **Feedback for Optimisation.**  Feedback from two people:  Name of person providing feedback, List of possible improvements. |
| * Jay Chevli – Order the rectangles. * Chris Livesey – Add arrows and lines to show the order of the processes. |
| **Final Structure Diagram** |
|  |
| **Structure Justification**  Why is this structure diagram suitable? How does it meet the requirements? Why is it fit for purpose? |
| I have chosen to layout my structure diagram like this as it clearly shows the order of events in the game and what triggers lead to other specific events, due to this I can plan my game more easily and won’t accidentally leave out some events.  This follows all the objectives that the client requires such as the menu, game screen etc. (The name of the events are some of the objectives)  Once you open the app the game will automatically start playing. Once you lose you will go to the main menu and be given the option to either replay the game, check the leader boards for your friends scores and your own, or to go to the store and use your acquired in game currency to buy new levels and character skins. |

## Class Diagram

*Create a class diagram.*

|  |
| --- |
| **Initial Class Diagram** |
|  |
| **Feedback for Optimisation.**  Feedback from two people:  Name of person providing feedback, List of possible improvements. |
| * Jay Chevli – Add more details. * Chris Livesey – add details about the attributes and their relations with each other. |
| **Final Class Diagram** |
|  |
| **Class Diagram Justification**  Why is this class diagram suitable? How does it meet the requirements? Why is it fit for purpose? |
| The class diagram has tables for the menu, background, playable character, obstacles, collectibles, score, game over screen, store and money.  These are here to help me plan important functions that will be elaborated on in pseudocode and algorithms later, it also makes sure that I do not accidentally forget about some events and leave them out of the final game and cause errors.  It shows that the game will meet the client's requirements of having a character that moves to the right constantly and is affected by gravity. A menu screen that leads to playing the game, a game over screen, objects that make you lose the game when you interact with them and much more.  The diagram also shows that when you come into contact with the coin object it will add to your coin counter and when you successfully pass by a pipe obstacle a total of 1 point is added to your score counter. |

## User Interface Plan/Designs

|  |
| --- |
| **UI Plan/Design**  Menu, Screen designs, characters/items/objects as appropriate |
| C:\Users\b1905311\AppData\Local\Microsoft\Windows\INetCache\Content.MSO\CF6EC072.tmpC:\Users\b1905311\AppData\Local\Microsoft\Windows\INetCache\Content.MSO\2BDEABDE.tmpC:\Users\b1905311\AppData\Local\Microsoft\Windows\INetCache\Content.MSO\96BD780A.tmpC:\Users\b1905311\AppData\Local\Microsoft\Windows\INetCache\Content.MSO\F09BC1C4.tmp |
| **Feedback for Optimisation.**  Feedback from two people:  Name of person providing feedback, List of possible improvements. |
| * Jay Chevli - Add more details to the background and colour in the character, make the pipe have special effects, maybe make the coin slightly transparent so that it doesn’t interrupt your game by blocking your vision. * Chris Livesey – Add more details to the assets for the characters, obstacles and background, maybe you could add some variations to them as well. |
| **Final UI Designs** |
|  |
| **User Interface Justification**  Why are these UI plans/designs suitable? How does it meet the requirements? Why is it fit for purpose? |
| 1st image - This is a generic city background with a road, buildings a cloudy sky and a small sun. The buildings are grey houses with differently designed and placed windows for variety. It meets the need of the client because it serves as a backdrop and the game screen. It is fit for its purpose because it gives off the idea of a city which is, but it may be too distracting and detailed.  2nd image - This design is of a tanned male man with a black hair and beard wearing a pair of black shoes, blue jeans and a white sleeveless vest. It meets the need of the client because it is a playable character. It is fit for its purpose because it is clearly distinguishable as a character and will not have any problems when moving around due to its small size in comparison to the obstacles, this character will move to the right constantly and is affected by gravity.  3rd image - This design is a grey door that has neon green liquid flowing through it in channels. I have emulated the effect of flowing liquid by having a green background and a blurred dark green jagged shape overlaying it. It meets the need of the client because it plays the role of an interactable object. It is fit for its purpose because it is the obstacle that can end the game when touching the player, this will also trigger the game over screen.  4th image - This is a slightly transparent gold coin; it is the in game acquirable currency. There are multiple coins in the game that you can pick up whilst playing. They are bronze, silver and gold. The gold coin is worth the most. It meets the need of the client because it plays the role of an interactable object. It is fit for its purpose because it does not distract from the overall gaming experience and obstruct your view if it is placed in the way of the character, this makes it so that the players gaming experience is not ruined. |

## Algorithm Designs

*Use pseudocode to plan the algorithms for each of the objects that you identified in the class diagram – Use the table below you need a table for each class - add/delete rows as required.*

|  |  |
| --- | --- |
| **Class Name** | |
| * CharacterMovement | |
| **Class Type** | |
| * Parent | |
| **Method name** | **Algorithm Design** |
| Start (start game) | Set time to 1  Initialise gravity with rigidbody component |
| Update (character moving) | Increase y coordinates by 5 when left click is pressed |
| Collision (with ground or pipe) | If in contact with column/pipe or ground  Set time to 0  Show gameover  Show menu  Append score to leaderboard |

|  |  |
| --- | --- |
| **Class Name** | |
| * Menu | |
| **Class Type** | |
| * Child | |
| **Method name** | **Algorithm Design** |
| ReplayGame | If clicking on replayButton in menu  Replay game  Set time to 1 |
| Store | If clicking on storeButton in menu  Close menu  Open store |
| Leaderboards | If clicking on scoreboardButton in menu  Close menu  Open Leaderboards |

|  |  |
| --- | --- |
| **Class Name** | |
| * Store | |
| **Class Type** | |
| * Child | |
| **Method name** | **Algorithm Design** |
| View money | Show collected number of coins as a text variable |
| Purchase background | Click to purchase if you have enough coins |
| Purchase character | Click to purchase if you have enough coins |
| Purchase pipe | Click to purchase if you have enough coins |

|  |  |
| --- | --- |
| **Class Name** | |
| * Leaderboards | |
| **Class Type** | |
| * Child | |
| **Method name** | **Algorithm Design** |
| View Scores | Show all scores |

|  |  |
| --- | --- |
| **Class Name** | |
| * Collectibles | |
| **Class Type** | |
| * parent | |
| **Method name** | **Algorithm Design** |
| Set position | Set x position of collectible  Set y position of variable |
| Hide upon touch | If player hitbox is touching collectible  Hide collectible |
| Collectible counter | If player hitbox is touching collectible  Add collectible to counter |
| Set size | Set size of collectible |

|  |  |
| --- | --- |
| **Class Name** | |
| * Coin | |
| **Class Type** | |
| * child | |
| **Method name** | **Algorithm Design** |
| Collect coin | If player hitbox is touching coin  Coin counter = coin counter + 1 |

# Test Plan

*Use the table to plan what tests will be needed.*

* *Test the functionality of the program - Think of tests that you can carry out to see if your system works.*
* *Remember to make use of normal, boundary and erroneous tests.*
* *Add more rows to the table - the aim is to test all the functions of the program.*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Test** | **Test Description**  *(What are you testing?)* | **Test data**  *(What data/inputs will you use?)* | **Test Type**  *(Normal, Boundary or erroneous?)* | **Expected Result** |
| 1 | Is the character effected by gravity? | Start the game and watch to see if the character falls. | Normal | Yes, the character should be affected by gravity. |
| 2 | Does the game over screen show when the character hits the floor / a pipe? | Start the game and direct the character into the floor or a pipe. | Normal | Game over screen shows. |
| 3 | Does the score counter go up by passing a pipe? | Start the game and direct the character through a pipe, then check the score counter. | Normal | The score counter should go up by one. |
| 4 | Does the character jump/move when you tap on the screen? | Start the game, then tap on the screen. | Normal | Character will jump when you tap on the screen. |
| 5 | What happens if you die before getting any score? | Start the game, fall on the floor or crash into the first pipe. | Boundary | Game-over screen shows a score of 0. |
| 6 | Does swiping the screen have the same effect as tapping it? | Start the game, swipe your finger on the screen. | Erroneous | It will count as a single jump, similar to tapping on the screen. |
| 7 | Does the start game button work? | Start the game. | Normal | IT should work and start the game. |
| 8 | Does the replay button work? | Start the game, die, tap the replay button. | Normal | It should work and replay the game. |
| 9 | Does your high score show on the leader boards? | Start the game, die, tap the leader boards button. | Normal | Your score will show where you are on the leader boards compared to the top scorers. |
| 10 | Can you buy new character models on the in-game shop with in-game currency? | Start the game, die, tap the shop button, tap the character model you want to buy. | Normal | You can buy new character models as long as you have enough in-game currency. |
| 11 | Does the game over screen show when you die? | Start the game, die. | Normal | It should show up. |

# Implementation of Object-Oriented Requirements

*The following requirements must be used in at least one of your programs. Explain and give examples of how your solution has made use of each of the following:*

|  |  |  |
| --- | --- | --- |
| **OOP Requirement** | **Part of this program (Y/N)** | **Explanation and Example(s)** |
| Graphical User Interface | Y | I have used a GUI in the game to show the character, background and the obstacles. |
| Inheritance | Y | The code from the pipe / column object has been inherited by the column spawner variable that spawns multiple columns as obstacles for the player. |
| Polymorphism | Y | The pipe / column object has used polymorphism by to spawn multiple columns as obstacles for the player. |
| Method Overloading | N | It is not used. |
| Method Overriding | N | It is not used. |

# Implementation/Development

*The implementation evidence must show the use of Object-Oriented programming. Use the table structure below to show your program development. You will need a table for every object in your game.*

|  |
| --- |
| **Class/Object Name** |
| * StarCharacter |
| **Class/Object Image** |
|  |
| **Class/Object Program Code** |
| using System.Collections;  using System.Collections.Generic;  using UnityEngine;  using UnityEngine.SceneManagement; // this is importing the needed directories I will be using    public class StarCharacter : MonoBehaviour  {  public float Speed;  Rigidbody2D rb;    public GameObject ReplayButton;  public Score ScoreText;  public GameObject ScoreButton;  public GameObject StoreButton;  public GameObject Menu;  public GameObject GameOver; //initialising all the variables to be used that correlate to the components in unity    // Start is called before the first frame update  void Start()  {    Time.timeScale = 1;  rb = GetComponent<Rigidbody2D>();    }    // Update is called once per frame  void Update()  {  if (Input.GetMouseButtonDown(0))  {  rb.velocity = Vector2.up \* Speed;  } // moves the character up when the left mouse button is clicked to simulate jumping    }    private void OnTriggerEnter2D(Collider2D collision) // this function will be activated if the component that has been designated as a trigger comes into physical contact with a hitbox  {  if (collision.CompareTag("Column")) // this tag is for the empty space (the aforementioned hitbox) after a pipe if the character goes past it this if statement is triggered  {  print("Score Up"); //outputs “Score Up” to the console  ScoreText.ScoreUp(); //increases the value of the ScoreText component by 1 and visibly shows this on the score counter  }  }    private void OnCollisionEnter2D(Collision2D collision) // this function will be triggered if the character collides with something which will be set later  {  if (collision.gameObject.CompareTag("Ground") ||  collision.gameObject.CompareTag("Pipe")) //this if statement is triggered if the character comes into contact with what has been designated as the ground or the pipes  {  Time.timeScale = 0; // pauses the game by setting the time to 0  Menu.SetActive(true); // sets the menu to active so that it shows and can be interacted with  ReplayButton.SetActive(true); // sets the replay button to active so that it shows, if clicked on the game will be reset  GameOver.SetActive(true); // sets the game over image to active so that it shows  ScoreButton.SetActive(true). // sets the score button to active so that it shows, when clicked on the leader boards will be shown to the user  StoreButton.SetActive(true); // sets the store button to active so that it shows, if clicked on the store will be opened so that the player can buy new skins to use in the game with in-game currency  }    }    public void ReplayGame() // this code will be stored as a function called ‘ReplayGame’  {  SceneManager.LoadScene(SceneManager.GetActiveScene().buildIndex); //this is a function that will reset the game when the button that it is assigned to is clicked on, it does this by loading the starting scene of the game being played    }  } |

|  |
| --- |
| **Class/Object Name** |
| * Ground / pipes (collision) |
| **Class/Object Image** |
|  |
| **Class/Object Program Code** |
| using System.Collections;  using System.Collections.Generic;  using UnityEngine; // this is importing the needed directories I will be using    public class Ground : MonoBehaviour  {  public float Speed;  float GroundLength;    BoxCollider2D GroundCollider;      public float DestroyXPlace; //initialising all the variables to be used that correlate to the components in unity    // Start is called before the first frame update  void Start()  {  if(gameObject.CompareTag("Ground")) // Any component that has been tagged as “ground” such as the floor will trigger this if statement  {  GroundCollider = GetComponent<BoxCollider2D>(); //The length of the ‘BoxCollider2D’ component will be set as the value of the variable “GroundCollider”  GroundLength = GroundCollider.size.x; // this sets the value of the variable ‘GroundLength’ to be the same as the size of the variable ‘GroundCollider’  }    }    // Update is called once per frame  void Update()  {  transform.position = new Vector2(  transform.position.x - Speed \* Time.deltaTime,  transform.position.y); // this changes the position of the ground component by moving it ‘speed’ amount of places to the left, the higher the value of the variable ‘speed’ the more paces to the left the ground will move per second and the faster it will appear to move    if (gameObject.CompareTag("Ground")) // Any component that has been tagged as “ground” such as the floor will trigger this if statement  {  if (transform.position.x <= -GroundLength) // this if statement will be triggered if the value of ‘transform.position’ is less than or equal to the ‘groundLength’  {  transform.position = new Vector2(  transform.position.x + 2 \* GroundLength,  transform.position.y); // this makes it so that once the ground has moved off of the screen (twice its own length) it will be moved to the other side of the screen so that it can continue moving to the left and being an obstacle for the character, if this did not happen the character would fall through the floor instead of colliding with it.  }  }    if (gameObject.CompareTag("Column")) //this if statement will be triggered by any components that have been tagged as ‘column’, in specific this is referring to the pipes that have moved off screen and contains the code needed to remove these objects once they have moved off of the screen so that they do not take up too much memory in the ram and cause the game to lag  {  if (transform.position.x <= -DestroyXPlace) //this if statement will be triggered when the value of ‘DestroyXPlace’ (that you will set in unity) is more than or equal to the value of ' transform.position.x’  {  Destroy(gameObject); // if the aforementioned conditions have been met the object tagged as ‘column’ will be destroyed’  }  }      }  } |

|  |
| --- |
| **Class/Object Name** |
| * Column spawner |
| **Class/Object Image** |
|  |
| **Class/Object Program Code** |
| using System.Collections;  using System.Collections.Generic;  using UnityEngine; // this is importing the needed directories I will be using    public class ColumnSpawner : MonoBehaviour  {  public GameObject ColumnPrefab;  public float MinY, MaxY;    float timer;  public float MaxTime; //initialising all the variables to be used that correlate to the components in unity    // Start is called before the first frame update  void Start()  {  SpawnColumn(); // the ‘SpawnColumn’ function will be triggered on game start  }    // Update is called once per frame  void Update()  {  timer += Time.deltaTime; // this sets the timer to timer + Time.deltaTime which is the time it takes for each frame to render  if(timer >= MaxTime) // This if statement will be triggered when the value of ‘MaxTime’ is less than or equal to the value of the timer  {  SpawnColumn(); //triggers the ‘SpawnColumn’ function and spawns a column  timer = 0; // sets the timer to 0 and pauses the game  }  }    void SpawnColumn() // this code will be stored as a function called ‘SpawnColumn’  {    float RandomYPosition = Random.Range(MinY, MaxY); // This allows you to set the value of ‘MinY’ and ‘MaxY’ in unity as well as setting them as the two extremes for the range of where the columns can be spawned within  GameObject NewColumn = Instantiate(ColumnPrefab);  NewColumn.transform.position = new Vector2(  transform.position.x,  RandomYPosition); // This spawns in the column in that aforementioned range  }  } |

|  |
| --- |
| **Class/Object Name** |
| * score |
| **Class/Object Image** |
|  |
| **Class/Object Program Code** |
| using System.Collections;  using System.Collections.Generic;  using UnityEngine;  using UnityEngine.UI; // this is importing the needed directories I will be using    public class Score : MonoBehaviour  {    int score; //initialising the variable that will be used that correlate to the components in unity  // Start is called before the first frame update  void Start()  {  score = 0; // sets the score to 0 at the start of the game and resets it to 0 when replaying the game  }    // Update is called once per frame  public void ScoreUp() // this code will be stored as a function called ‘ScoreUp’  {  score++; //increases the value of the ScoreText component by 1  GetComponent<Text>().text = score.ToString(); // visibly shows the increase of the ‘ScoreText’ variable on the score counter    }  } |

|  |
| --- |
| **Class/Object Name** |
| * Menu |
| **Class/Object Image** |
|  |
| **Class/Object Program Code** |
| (this code is in the end of the StarCharacter script, as of now only the code for the replay button is working)  private void OnCollisionEnter2D(Collision2D collision) // this function will be triggered if the character collides with something which will be set later  {  if (collision.gameObject.CompareTag("Ground") ||  collision.gameObject.CompareTag("Pipe")) //this if statement is triggered if the character comes into contact with what has been designated as the ground or the pipes  {  Time.timeScale = 0; // pauses the game by setting the time to 0  Menu.SetActive(true); // sets the menu to active so that it shows and can be interacted with  ReplayButton.SetActive(true); // sets the replay button to active so that it shows, if clicked on the game will be reset  GameOver.SetActive(true); // sets the game over image to active so that it shows  ScoreButton.SetActive(true). // sets the score button to active so that it shows, when clicked on the leader boards will be shown to the user  StoreButton.SetActive(true); // sets the store button to active so that it shows, if clicked on the store will be opened so that the player can buy new skins to use in the game with in-game currency  }    }    public void ReplayGame() // this code will be stored as a function called ‘ReplayGame’  {  SceneManager.LoadScene(SceneManager.GetActiveScene().buildIndex); //this is a function that will reset the game when the button that it is assigned to is clicked on, it does this by loading the starting scene of the game being played    }  } |

# Testing

## System Testing

*This is where you test your program to show evidence that it works (or what does not work)*

* *Copy "Test Description", "Expected result" and Test Type from your test plan into the testing table below.*
* *Test the functionality of the program - Think of tests that you can carry out to see if your system works.*
* *Remember to make use of normal, boundary and erroneous tests.*
* *Add more rows to the table - the aim is to test all the functions of the program.*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Test** | **Test Description**  *(What are you testing?)* | **Expected Result**  *(What data/inputs will you use?)* | **Test Type**  *(Normal, Boundary or erroneous?)* | **Pass/Fail**  *If Fail briefly describe remedial action* |
| 1 | Is the character effected by gravity? | Start the game and watch to see if the character falls. | Normal | pass |
| 2 | Does the game over screen show when the character hits the floor / a pipe? | Start the game and direct the character into the floor or a pipe. | Normal | pass |
| 3 | Does the score counter go up by passing a pipe? | Start the game and direct the character through a pipe, then check the score counter. | Normal | pass |
| 4 | Does the character jump/move when you tap on the screen? | Start the game, then tap on the screen. | Normal | pass |
| 5 | What happens if you die before getting any score? | Start the game, fall on the floor or crash into the first pipe. | Boundary | Pass, you just die with a score of 0 nothing special occurs |
| 6 | Does swiping the screen have the same effect as tapping it? | Start the game, swipe your finger on the screen. | Erroneous | Fail, this cannot be tested as unity uses the mouse which cannot simulate the swiping motion on a touchpad, but I assume that it will work |
| 7 | Does the start game button work? | Start the game. | Normal | Fail, I have chosen to remove the need for a start game button and instead have the game automatically start upon launch, extra games can be played through tapping on the replay button. |
| 8 | Does the replay button work? | Start the game, die, tap the replay button. | Normal | Pass |
| 9 | Does your high score show on the leader boards? | Start the game, die, tap the leader boards button. | Normal | Fail, clicking on the button does not have any effect and does not redirect you to the leader boards as they have not been coded yet |
| 10 | Can you buy new character models on the in-game shop with in-game currency? | Start the game, die, tap the shop button, tap the character model you want to buy. | Normal | Fail, clicking on the button does not have any effect and does not redirect you to the shop as it has not been coded yet |
| 11 | Does the game over screen show when you die? | Start the game, die. | Normal | Pass |

## Testing Print Screen Evidence

Each test must have one or more screen shots to show the outcome of the test. Where possible there should be a before and after screen shot

|  |  |  |
| --- | --- | --- |
| **Test** | **Print Screen 1** | **Print Screen 2**  (if required) |
| 1 |  |  |
| 2 |  |  |
| 3 |  |  |
| 4 |  |  |
| 5 |  |  |
| 6 |  |  |
| 7 |  |  |
| 8 |  |  |
| 9 |  |  |
| 10 |  |  |
| 11 |  |  |

## User Testing

*As two people of test your program. The aim is to gather some feedback to make some improvements to optimize the program. You will need to add 3 questions of your own that are specific to your program –* ***you MUST test each of the user requirement objectives.***

|  |  |  |
| --- | --- | --- |
| **Question** | **Tester 1** | **Tester 2** |
| **Name of tester?** | Abdul Razzaq | Hasib Ahmed |
| **Do all of the menu options work?** | No | Not as of yet |
| **Can you suggest any improvements to the menu?** | Making all of the buttons work | Ensuring that all of the functions on the main menu work such as the scoreboard and the in-game store |
| **Were there any problems with the game itself?** | No | No |
| **Can you suggest any improvements to the character?** | You could make it so that it makes noises when moving | Maybe animate it to give it some special effects |
| **Can you suggest any improvements for the GUI?** | Add more colours to the menu buttons. | Add a different design for the menu. |
| **Does the character than moves to the right constantly, and if so, can you suggest any improvements?** | Yes, make the game progressively faster after each pipe. | Yes, change the speed every 10 pipes to be faster or slower. |
| **Is the character affected by gravity, and if so, can you suggest any improvements?** | Yes, an improvement could be to increase the gravity to make the game harder. | Yes, an improvement to the game could be to alter the gravity acting on the character withing a range after it passes through each pipe so the player will be kept on their toes due to the varying gravity. |
| **Were there any problems with the score counter?** | No, but you can change the font to something fancier to grab the player’s eyes, however this may distract them from the game and cause issues. | No, but you could improve it by changing the colour of it to make it more aesthetically pleasing and stand out as white is very plain. |
| **Does the touch screen function work?** | yes | yes |
| **Can you choose what sprite to play as?** | No | Not as of yet as the store function does not work. |
| **Does the shop work properly?** | no | no |
| **Does the score board work properly?** | no | no |
| **Can you suggest any improvements for the game?** | Make the score board work properly. | Add coins so that they can be collected and used in the in-game store |

# Optimization

You need to choose at least 2 optimizations and show evidence of implementing them.

|  |  |
| --- | --- |
| **Optimization Description** | Making the leader boards work |
| **Print Screen of development/Changes** | Currently the ‘scores’ button does nothing. I will make it redirect the player to a blank leaderboard    Now I will make headings for the leaderboard    Now I will add a replay button so you can play the game again and make the heading a bit bigger to make them more easily readable    Now i will add in some placement values    I have changed my mind and decided that I will instead use another scene with a black background that automatically redirects you to a scoreboard |
| **Print Screen showing it works (testing)** |  |

|  |  |
| --- | --- |
| **Optimization Description** | Making the in game store work as well as adding coins to the game to be used in the store |
| **Print Screen of development/Changes** | I will spawn in coins within a range    I will add a coin counter in the top right    I will now collect the coins    The coins do not disappear when you replay the game so they can be used in the shop after multiple tries      I will make it so that clicking on the store button changes the background to a store    I will now add images of what the buyable options are and the button to buy them |
| **Print Screen showing it works (testing)** | I will now test it    The game ends instantly as the character is spawning into a pipe that is left over from the last game.    I fixed this issue by spawning the next character slightly in front of the previous one, so it does not get stuck in the pipe |

## Demonstration Video Link

<https://web.microsoftstream.com/video/bc82780f-e24f-4c1e-bde3-051014bd2772>

[Microsoft Stream](https://web.microsoftstream.com/video/bc82780f-e24f-4c1e-bde3-051014bd2772)
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# Review/Evaluation

## Evaluation of the User Requirements

I have met the user requirements that were set earlier on in this document, these were:

Main menu, this function appears to the user once the character dies by hitting the pipe or floor.

GUI, this was shown in the menu with buttons that redirect you or do other functions.

Instruction screen, this was not shown at all as I have forgot it and once the game is started it automatically starts making your character move, hue to the ease of control in this game with only clicking on the screen this shouldn’t be too hard to figure it out.

Game screen, this can be seen as soon as the game has begun as it automatically is shown, it is in the background in the menu and the store and is shown once again once you click on the replay button.

Game-over screen, I do not have a game over screen but a game over image that is shown underneath the menu once you lose, this has the same effect as a game over screen and is an adequate replacement for it.

A character than moves to the right constantly and is affected by gravity, this was achieved by having the floor, coins and obstacles move to the left to give off the visual effect of the character moving to the right and past the background. The character is also affected by gravity due to the RigidBody2D component that automatically made this happen.

Score, the score is shown on the top of the game screen as you are playing and increases as you go past each obstacle.

Scoreboard, this has been called ‘leaderboards’ and is a button in the main menu that can be accessed once you die. In this function you can enter your name and score into the text fields, and they will be appended to the leaderboards in the correct order.

Choosing different sprite to play as (character selection), this has been done by having one sprite that is automatically chosen for you and another that is an optional choice in the store for you to play with once you have collected enough coins.

A touch screen function that works by tapping on the screen, this is the way that the game will be played on the PC this is replaced with the use of the left mouse click that can make the character jump into the air.

## Strengths and Possible Improvements

One of the strengths of the final program is that it only has 1 button that is needed to play the game, so it is very easy to understand and play.

Another strength is that the menu is easy to navigate and is very simplistic in both design and function.

Another strength is that the coin is see through and does not distract you from the game.

One of the weaknesses of the final project is that the coin can sometimes spawn in places that are too far away from the gap in the pipe which makes it hard to get without dying. It can also spawn directly inside of the pipes which makes it nigh impossible to collect, I have attempted to improve this by making the movement speed of the coins slower than that of the pipes and making them spawn closer to the middle of the screen on the y axis so that it doesn’t make it so that the user must go all the way to the top or bottom to collect them.

Another weakness is that there is no top or ‘lid’ to the game, the character can escape the confines of the game area without dying. This makes it so that the character is not on screen and could cause possible bugs. This can be improved by adding an invisible lid to the top that ends the game if the character comes into contact with it similar to the floor.

Another weakness is that the hitbox of the car shaped pipes is rectangular while the cars themselves are not, this makes it so there is some blank space that is counted as a hitbox which would dissatisfy the user if they lost the game due to hitting an invisible wall that they could not see. This can be improved by making the hitbox properly fit the irregular shape of the car by using a different component than BoxCollider2D that isn't restricted to rectangular shapes.

## Evaluation of the chosen Methodology

The methodology that I had chosen to use to create this program was the ‘Waterfall methodology’. This was used as this was a small-scale project with a single person working on it. This game was not that complicated and did not need to be very detailed, so the waterfall method was a good choice.

Using the waterfall methodology, I coded this program in a linear fashion and completed each stage in order. I used a YouTube tutorial and coded the program in unity according to it using a step-by-step approach.

If I had instead used the RAD methodology the user interface would have been better, but that methodology is suited to larger scale projects with more people working on it, so it was not suitable for this project.

# Evidence of Individual Responsibility

I have shown individual responsibility by designing the OOP escape game by myself and doing the 3rd level without any external help.

I managed my time effectively according to the Gantt chart that I made very early on in this project, I completed the project before the deadline due to the project already being partially completed and due to using the prototype methodology.

I have shown individual responsibility in solving problems in this project by receiving feedback from 2 different people and working on that feedback to optimise the program even further by adding an option to view the users' statistics before and after the game, I also added a welcome message and a short backstory before the game to introduce the user to the game and briefly explain the purpose of it as well as some lore to give more context to the game to interest the player.

I have shown a high level of creativity in coming up with a scenario for the backstory of the game and for the 3rd level of the game.

I behaved appropriately in my conduct whilst undertaking this project and met deadlines on time and some even before the time. I have showed responsibility and leadership in helping others by explaining what some of the tasks were when they were unaware of the contents of the project and were stuck on certain areas such as coding or coming up with scenarios for their 3rd level of the game.

Some improvements could be made to this project, I have mentioned these earlier on in my evaluation above.

I have shown individual responsibility by designing all of the flappy bird game myself without any external help.

I have shown individual responsibility in managing my time effectively according to my Gantt chart that I designed earlier on. All the deadlines for the separate parts of my project were met on time and achieved to my utmost capabilities.

I have shown individual responsibility in solving problems that occurred in this project by receiving feedback from 2 different people and working on that feedback to optimise the program even further by adding a coin counter, shop and leader board. This makes it so that there are more functions than just the game itself.

I have shown high levels of creativity by designing all of my assets and graphics that I have used in this project by myself without any external help. My best design that shows the most creativity was the pipes that resemble cars due to their strange shape as well as the design for the alien background and pipes due to the strange grey and green colour scheme and glowing neon green areas within the pipe.

I behaved appropriately in my conduct whilst undertaking this project and met deadlines on time. I have showed responsibility and leadership in helping others by explaining what some of the tasks were when they were unaware of the contents of the project and were stuck on certain areas such as coding or adding components to unity.

Some improvements could be made to this project, I have mentioned these earlier on in my evaluation above.

|  |
| --- |
| **Witness Statement**  This student has demonstrated individual responsibility, creativity and self-management at each of the stages of this project |
| **Tutor Signature/Digital Signature:** |